**Storing Python Objects in a MySQL data base**

Using MySQL within Flask applications

First we need to install a packagfe top link Python objects to a data base.

We are going to use sqlalchemy

From the MAC terminal prompt:

Pauls-MacBook-Pro-2:get-it-done paulcorrao$ source activate flask-env

(flask-env) Pauls-MacBook-Pro-2:get-it-done paulcorrao$ conda install -c conda-forgflask-sqlalchemy

Note – you must be in the flask virtual environment ( source activate flask-env)

(Our project folder is lc101/get-it-done)

The output is:

Fetching package metadata .............

Solving package specifications: .

Package plan for installation in environment /Users/paulcorrao/miniconda3/envs/flask-env:

The following NEW packages will be INSTALLED:

flask-sqlalchemy: 2.3.2-py\_0 conda-forge

sqlalchemy: 1.1.13-py36\_0 conda-forge

Proceed ([y]/n)? y

sqlalchemy-1.1 100% |#####################################| Time: 0:00:01 1.49 MB/s

flask-sqlalche 100% |#####################################| Time: 0:00:00 2.09 MB/s

(flask-env) Pauls-MacBook-Pro-2:get-it-done paulcorrao$

Next we have to install the python specific application to connect to a data base:

(flask-env) Pauls-MacBook-Pro-2:get-it-done paulcorrao$ conda install pymysql

Fetching package metadata ...........

Solving package specifications: .

Package plan for installation in environment /Users/paulcorrao/miniconda3/envs/flask-env:

The following NEW packages will be INSTALLED:

pymysql: 0.7.11-py36h75d80ff\_0

Proceed ([y]/n)? y

pymysql-0.7.11 100% |#####################################| Time: 0:00:00 1.41 MB/s

(flask-env) Pauls-MacBook-Pro-2:get-it-done paulcorrao$

IN MAMP – add user:

We added user get-it-done and pw beproductive

And checked the box to add the data base with the same name and give the user all permissions

In your python app you have to add these lines in order to connect the Python app to the data base:

from flask\_sqlalchemy import SQLALchemy

app.config["SQLALCHEMY\_DATABASE\_URI"] = "mysql+pymysql://get-it-done:get-it-done@localhost:8889/get-it-done"

app.config["SQLALCHEMY\_ECHO"] = True

db = SQLALchemy(app)

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

def \_\_init\_\_(self,name):

self.name = name

in the app.config statement:

the first “get-it-done” is the user name you set up in MAMP

the second “get-it-done” is the password you set up in MAMP

@localhost specifies the server wherfe the dara base resides

and 8889 is the port. MAMP uses 8889 as its default port for mysql

and the final get-it-done is the name of the data base.

The SQLALCHEMY\_ECHO config is good for learning how apps connect to data bases and it’s good for debugging. This will echo the SQL commands that SQLALCHEMY generates during processing

The db variable creates a data base object that will be used to interface with the data base via Python code

We create a class called Task – this is to allow each row or record in our data base table be a Python object.

class Task(db.Model):

This extends the functionality of db.Model within our SQLALchemy class (This is not a variable – you must do \*.Model where \* is the variable you set up. In our example the variable name we set up is db

We set up two columns in the row:

id and name.

id is set up as an integer and as the primary key in the table

name is set up as a string, with a max length of 120 characters

def \_\_init\_\_(self,name):

self.name = name

is used to set up a constructor – this must be included in the class definition.

if \_\_name\_\_ =="\_\_main\_\_":

app.run()

we put the app.run() inside this if statement so that it only runs when the main.py program is running. This allows us to import this code to other Python programs without starting up a full blown flask application.

Now at the terminal prompt: To create the table Task, enter data into the table and see what was created:

(flask-env) Pauls-MacBook-Pro-2:get-it-done paulcorrao$ python

>>>from main import db, Task

/Users/paulcorrao/miniconda3/envs/flask-env/lib/python3.6/site-packages/flask\_sqlalchemy/\_\_init\_\_.py:794: FSADeprecationWarning: SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and will be disabled by default in the future. Set it to True or False to suppress this warning.

'SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and '

>>> db

<SQLAlchemy engine=mysql+pymysql://get-it-done:\*\*\*@localhost:8889/get-it-done?charset=utf8>

>>> db.create\_all()

2018-01-08 21:30:50,537 INFO sqlalchemy.engine.base.Engine SHOW VARIABLES LIKE 'sql\_mode'

2018-01-08 21:30:50,537 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,538 INFO sqlalchemy.engine.base.Engine SELECT DATABASE()

2018-01-08 21:30:50,539 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,539 INFO sqlalchemy.engine.base.Engine show collation where `Charset` = 'utf8' and `Collation` = 'utf8\_bin'

2018-01-08 21:30:50,540 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,541 INFO sqlalchemy.engine.base.Engine SELECT CAST('test plain returns' AS CHAR(60)) AS anon\_1

2018-01-08 21:30:50,542 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,542 INFO sqlalchemy.engine.base.Engine SELECT CAST('test unicodereturns' AS CHAR(60)) AS anon\_1

2018-01-08 21:30:50,542 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,543 INFO sqlalchemy.engine.base.Engine SELECT CAST('test collated returns' AS CHAR CHARACTER SET utf8) COLLATE utf8\_bin AS anon\_1

2018-01-08 21:30:50,543 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,544 INFO sqlalchemy.engine.base.Engine DESCRIBE `task`

2018-01-08 21:30:50,544 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,545 INFO sqlalchemy.engine.base.Engine ROLLBACK

2018-01-08 21:30:50,546 INFO sqlalchemy.engine.base.Engine

CREATE TABLE task (

id INTEGER NOT NULL AUTO\_INCREMENT,

name VARCHAR(120),

PRIMARY KEY (id)

)

2018-01-08 21:30:50,546 INFO sqlalchemy.engine.base.Engine {}

2018-01-08 21:30:50,572 INFO sqlalchemy.engine.base.Engine COMMIT

# These next commands queue up data to be added to the table

>>> new\_task = Task("finish ORM Lesson 2")

>>> db.session.add(new\_task)

>>> another\_task = Task("post lesson video")

>>> db.session.add(another\_task)

This command actually processes the queue and enters the data into the table

>>> db.session.commit()

2018-01-08 21:38:19,659 INFO sqlalchemy.engine.base.Engine BEGIN (implicit)

2018-01-08 21:38:19,660 INFO sqlalchemy.engine.base.Engine INSERT INTO task (name) VALUES (%(name)s)

2018-01-08 21:38:19,660 INFO sqlalchemy.engine.base.Engine {'name': 'finish ORM Lesson 2'}

2018-01-08 21:38:19,662 INFO sqlalchemy.engine.base.Engine INSERT INTO task (name) VALUES (%(name)s)

2018-01-08 21:38:19,662 INFO sqlalchemy.engine.base.Engine {'name': 'post lesson video'}

2018-01-08 21:38:19,663 INFO sqlalchemy.engine.base.Engine COMMIT

# This command displays the data in the table

>>> Task.query.all()

2018-01-08 21:40:59,527 INFO sqlalchemy.engine.base.Engine BEGIN (implicit)

2018-01-08 21:40:59,528 INFO sqlalchemy.engine.base.Engine SELECT task.id AS task\_id, task.name AS task\_name

FROM task

2018-01-08 21:40:59,528 INFO sqlalchemy.engine.base.Engine {}

[<Task 1>, <Task 2>] # NOTE – there are two tasks in the table – we added these earlier

>>> tasks = Task.query.all() # here we are putting the results of the query into a variable called tasks

>>> tasks # here we output the variable tasks and see that there are two tasks/entries in the table

[<Task 1>, <Task 2>]

# the following commands display the contents of the name field in both entries in the data base/table

>>> tasks[0].name

'finish ORM Lesson 2'

>>> tasks[1].name

'post lesson video'

>>>

Now that we have created objects, when we want to display them in our HTML form we need to change this:

<ul>

{% for task in tasks %}

<li>{{task}}</li>

{% endfor %}

</ul>

To this:

<ul>

{% for task in tasks %}

<li>{{task.name}}</li>

{% endfor %}

</ul>

Notice we now have to specify the “name field to actually get the name displayed.

If we were outputting a string or a list we wouldn’t need to specify .name

In order to add an item to our data base:

if request.method == "POST":

task\_name = request.form["task"]

task\_name = request.form["task"]

db.session.add(new\_task)

db.session.commit()

First we get the input from the user:

task\_name = request.form["task"]

then we create an object from that info as we prep it for entry into the data base

task\_name = request.form["task"]

Then we add that to the queue to be entered into our data base:

db.session.add(new\_task)

and finally, we process the queue to add the objects to the dara base:

db.session.commit()

Now to add a button that says “Done!” next to each item on the list :

<li>{{task.name}}

<form method = "POST" action = "/delete-taks" style="display:inline-block">

<input type = "hidden" name="task\_id" value="{{task.id}}"/>

<input type="submit" value="Done!"/>

</form>

</li>

to make the button appear next to t4eh name of the task in our data base:

<form method = "POST" action = "/delete-taks" style="display:inline-block">

To tell ourselves the ID of any task the user pushes the “Done!” button without displaying the ID to the user:

<input type = "hidden" name="task\_id" value="{{task.id}}"/>

and finally to create and display the “Done!” button and close the form

<input type="submit" value="Done!"/>

</form>

This results in this:
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Now we have to add the delete-task handler to actually remove the item/row/object from the data base:

@app.route("/delete-task", methods = ["POST"])

def delete\_task():

task\_id = int( request.form["task-id"] )

task = Task.query.get(task\_id)

db.session.delete(task)

db.session.commit()

return redirect("/")

so, first we get the task\_id. Remember we told ourselves what that is with the input type = “hidden” statement in the todos.html form

task\_id = int( request.form["task-id"] )

We had to cast that as integer since it is returned to us as type string and the ID in the data base is of type integer

We then put that ID into a variabvle called rask

task = Task.query.get(task\_id)

We then tell the data base via out SQLAlchemy toqueue the item up for deletion and then to actually delete it:

db.session.delete(task)

db.session.commit()

finally we display the main page back to the user via a redirect statement

return redirect("/")

Next up – instead of actually deleting the record from the data base, we will flag it to indicate the user deleted the row/object and only display those records/rows/objects that the user did not want deleted. In this manner, we preserve the original “user deleted” row/object in the data base.

So, first we add another variable to our class:

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

completed = db.Column(db.Boolean, default = False)

def \_\_init\_\_(self, name):

self.name = name

self.completed = False

completed is its name, and it is a Boolean type, with default value False. Note we could also have used the

self.completed = False

statement in the constructor.

Now we go back to Python shell:

>>> from main import db, Task

/Users/paulcorrao/miniconda3/envs/flask-env/lib/python3.6/site-packages/flask\_sqlalchemy/\_\_init\_\_.py:794: FSADeprecationWarning: SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and will be disabled by default in the future. Set it to True or False to suppress this warning.

'SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and '

Now we delete the table in its entirety

>>> db.drop\_all()

2018-01-09 12:25:50,852 INFO sqlalchemy.engine.base.Engine SHOW VARIABLES LIKE 'sql\_mode'

2018-01-09 12:25:50,852 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,853 INFO sqlalchemy.engine.base.Engine SELECT DATABASE()

2018-01-09 12:25:50,853 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,853 INFO sqlalchemy.engine.base.Engine show collation where `Charset` = 'utf8' and `Collation` = 'utf8\_bin'

2018-01-09 12:25:50,854 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,855 INFO sqlalchemy.engine.base.Engine SELECT CAST('test plain returns' AS CHAR(60)) AS anon\_1

2018-01-09 12:25:50,855 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,856 INFO sqlalchemy.engine.base.Engine SELECT CAST('test unicode returns' AS CHAR(60)) AS anon\_1

2018-01-09 12:25:50,856 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,856 INFO sqlalchemy.engine.base.Engine SELECT CAST('test collated returns' AS CHAR CHARACTER SET utf8) COLLATE utf8\_bin AS anon\_1

2018-01-09 12:25:50,857 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,857 INFO sqlalchemy.engine.base.Engine DESCRIBE `task`

2018-01-09 12:25:50,857 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,859 INFO sqlalchemy.engine.base.Engine

DROP TABLE task

2018-01-09 12:25:50,859 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:25:50,861 INFO sqlalchemy.engine.base.Engine COMMIT

>>> db.drop\_all()

2018-01-09 12:27:14,639 INFO sqlalchemy.engine.base.Engine DESCRIBE `task`

2018-01-09 12:27:14,639 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:27:14,641 INFO sqlalchemy.engine.base.Engine ROLLBACK

This completely deletes the table Task from our data base get-it-done

Next we create the table again

>>> db.create\_all()

2018-01-09 12:36:06,501 INFO sqlalchemy.engine.base.Engine DESCRIBE `task`

2018-01-09 12:36:06,501 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:36:06,503 INFO sqlalchemy.engine.base.Engine ROLLBACK

2018-01-09 12:36:06,504 INFO sqlalchemy.engine.base.Engine

CREATE TABLE task (db.drop.all()

id INTEGER NOT NULL AUTO\_INCREMENT,

name VARCHAR(120),

completed BOOL,

PRIMARY KEY (id),

CHECK (completed IN (0, 1))

)

2018-01-09 12:36:06,504 INFO sqlalchemy.engine.base.Engine {}

2018-01-09 12:36:06,516 INFO sqlalchemy.engine.base.Engine COMMIT

>>>

Of course this is brute force – what we really want is to change the model of the data base without losing all of the data:

For this we would use a tool such as flash-migrate (this is not covered in this document)

Now, if we want to show the to do list with the items yet to be done and a list of items already completed:

tasks = Task.query.filter\_by(completed = False).all()

completed\_tasks = Task.query.filter\_by(completed = True).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

We update our query to only retrieve those records where completed = False

So it goes from this:

tasks = Task.query..all()

To this:

tasks = Task.query.filter\_by(completed = False).all()

we then do another query to retrieve only those records where completed = True

completed\_tasks = Task.query.filter\_by(completed = True).all()

and we have to pass the completed items to our htm,l form so we add this:

eturn render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

and in our todos.html file we add this:

<hr />

<h2>Completed</h2>

<ul>

{% for task in completed\_tasks %}

<li>{{task.name}}</li>

{% endfor %}

</ul>

and our output looks like this:

![](data:image/png;base64,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)

Here are the complete files:

main.py

from flask import Flask, request, redirect, render\_template

from flask\_sqlalchemy import SQLAlchemy

app = Flask(\_\_name\_\_)

app.config["DEBUG"] = True

app.config["SQLALCHEMY\_DATABASE\_URI"] = "mysql+pymysql://get-it-done:beproductive@localhost:8889/get-it-done"

app.config["SQLALCHEMY\_ECHO"] = True

db = SQLAlchemy(app)

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

completed = db.Column(db.Boolean, default = False)

def \_\_init\_\_(self, name):

self.name = name

self.completed = False

@app.route("/delete-task", methods = ["POST"])

def delete\_task():

task\_id = int( request.form["task-id"] )

task = Task.query.get(task\_id)

task.completed = True

db.session.add(task)

db.session.commit()

return redirect("/")

@app.route("/", methods = ["POST", "GET"])

def index():

if request.method == "POST":

task\_name = request.form["task"]

new\_task = Task(task\_name)

db.session.add(new\_task)

db.session.commit()

tasks = Task.query.filter\_by(completed = False).all()

completed\_tasks = Task.query.filter\_by(completed = True).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

base.html

<!doctype html>

<html>

<head>

<title>{{title}}</title>

</head>

<body>

{% block content %}

{% endblock %}

</body>

</html>

todos.html

{% extends "base.html" %}

{% block content %}

<h1>Get It Done!</h1>

<form method='post'>

<label>

New Task:

<input type="text" name='task' />

</label>

<input type="submit" value='Add Task' />

</form>

<hr />

{% if tasks|length == 0 %}

<p>No tasks yet</p>

{% else %}

<ul>

{% for task in tasks %}

<li>{{task.name}}

<form method = "POST" action = "/delete-task" style="display:inline-block">

<input type = "hidden" name="task-id" value="{{task.id}}"/>

<input type="submit" value="Done!"/>

</form>

</li>

{% endfor %}

</ul>

{% endif %}

<hr />

<h2>Completed</h2>

<ul>

{% for task in completed\_tasks %}

<li>{{task.name}}</li>

{% endfor %}

</ul>

{% endblock %}

**object-relational mapping (ORM)**.

**Working with Users**

**USER Model Class**

Need to have:

* + Base.html file

<!doctype html>

<html>

<head>

<title>{{title}}</title>

</head>

<body>

{% block content %}

{% endblock %}

</body>

</html>

* + login.html file

{% extends "base.html" %}

{% block content %}

<h1>Log in to Get It Done!</h1>

<p>If you don't have an account, you may <a href="/register">register</a> for one</p>

<form action="/login" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

</table>

<input type="submit" value="Login">

</form>

{% endblock %}

* + register.html file

{% extends "base.html" %}

{% block content %}

<h1>Register to Get It Done!</h1>

<form action="/register" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

<tr>

<td><label for="verify">Verify Password</label></td>

<td>

<input name="verify" type="password">

</td>

</tr>

</table>

<input type="submit" value="Register">

</form>

{% endblock %}

* + User class in Python program (main.py)

class User(db.Model):

id = db.Column(db.Integer, primary\_key = True)

email = db.Column(db.String(120), unique = True)

password = db.Column(db.String(120))

def \_\_init\_\_(self, email, password):

self.email = email

self.password = password

Then you need to create the user table in your data base using python shell

>>>python

>>>from main import db, User

/Users/paulcorrao/miniconda3/envs/flask-env/lib/python3.6/site-packages/flask\_sqlalchemy/\_\_init\_\_.py:794: FSADeprecationWarning: SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and will be disabled by default in the future. Set it to True or False to suppress this warning.

'SQLALCHEMY\_TRACK\_MODIFICATIONS adds significant overhead and '

>>> db.create\_all()

Then you create a new user from the Python shell:

>>>new\_user = User([chris@launchcode.orgm](mailto:chris@launchcode.orgm) “cheese”)

>>>db.session.add(new\_user)

>>>db.session.commit()

018-01-10 13:08:54,137 INFO sqlalchemy.engine.base.Engine BEGIN (implicit)

2018-01-10 13:08:54,138 INFO sqlalchemy.engine.base.Engine INSERT INTO user (email, password) VALUES (%(email)s, %(password)s)

2018-01-10 13:08:54,138 INFO sqlalchemy.engine.base.Engine {'email': 'chris@launchcode.org', 'password': 'cheese'}

2018-01-10 13:08:54,140 INFO sqlalchemy.engine.base.Engine COMMIT

>>>

**Working with Users**

# Login and Register Handlers

We need to display the form for login and then have a login handler in our Python Code:

@app.route("/login",methods = ["POST", "GET"])

def login():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

user=User.query.filter\_by(email=email).first()

if user and user.password == password:

#TODO remember that the user has logged in

return redirect("/")

else:

#TODO - explain why login failed

return "<h1>Error!</h1>"

return render\_template("login.html")

First, we need to make sure we specify POST and GET methods since this request will come to us as a POST and when you specify POST, if you want GET (which we do) you need to specify that as well:

@app.route("/login",methods = ["POST", "GET"])

We then retrieve the input from the user:

email = request.form["email"]

password = request.form["password"]

Then we check the data base to see if this user exists:

user=User.query.filter\_by(email=email).first()

Note the use of first – we expect only one entry so our query specifies we only want the first occurrence where we find the user inputted email in our data base

If we find the email in the data base and the password entered is correct we return the user to our main page showing the tasks, etc. If we don’t find the email then we return an error

if user and user.password == password:

#TODO remember that the user has logged in

return redirect("/")

else:

#TODO - explain why login failed

return "<h1>Error!</h1>"

finally, if the request method is not POST we render the login form again

return render\_template("login.html")

**Register**

@app.route("/register", methods = ["POST", "GET"])

def register():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

verify = request.form["verify"]

#TODO - validte user data (User-signup project has this code)

existing\_user=User.query.filter\_by(email=email).first()

if not existing\_user:

new\_user=User(email,password)

db.session.add(new\_user)

db.session.commit()

return redirect("/")

else:

#TODO use better response messaging

return "<h1>Duplicate user</h1>"

First, we need to make sure we specify POST and GET methods since this request will come to us as a POST and when you specify POST, if you want GET (which we do) you need to specify that as well:

@app.route("/register", methods = ["POST", "GET"])

Then we check the data base to see if this user exists:

existing\_user=User.query.filter\_by(email=email).first()

if this query returns no record, meaning the email does not exist in the data base, then we can go ahead and add this user to the data base and return the user to the main page where all the info is.

if not existing\_user:

new\_user=User(email,password)

db.session.add(new\_user)

db.session.commit()

return redirect("/")

if the email is already in the data base, then we return an error

else:

#TODO use better response messaging

return "<h1>Duplicate user</h1>"

**Managing login using the session**

1. remember that the user has logged in or already registered via session capability

**Remember the user has** **registered:**

def register():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

verify = request.form["verify"]

#TODO - validte user data (User-signup project has this code)

existing\_user=User.query.filter\_by(email=email).first()

if not existing\_user:

new\_user=User(email,password)

db.session.add(new\_user)

db.session.commit()

session["email"] = email

return redirect("/")

else:

#TODO use better response messaging

return "<h1>Duplicate user</h1>"

in the register function in our python code we insert the email of the user into a dictionary called session, with the key “email”

session["email"] = email

1. create logout capability.
2. Put a link in for log out in base html for all pages to see/have

@app.route("/logout")

def logout():

del session["email"]

return redirect("/")

Here we simply have a function that removes the user’s email from the session dictionary. We check for this entry for every request, so if it is not there we know the user has logged out

In our base.html form we put a link so that the user can logout from any page visited:

<div>

<a href = "/logout">log out</a>

</div>

1. Check if the user is logged in on a request by request basis.
   * If they are logged in, good. If not, make them log in

@app.before\_request

def require\_login():

allowed\_routes = ["login", "register"]

if request.endpoint not in allowed\_routes and "email" not in session:

return redirect("/login")

a before\_request is executed first, regardless of the rtequest from the user. So we use it to check to see if the user has logged in.

if request.endpoint not in allowed\_routes and "email" not in session:

If the user has not logged in we send the user back to the login page.

return redirect("/login")

We can specify exceptions to the before\_request rule/function. As an example, we want the user to be able to access the login and register pages without being logged in. So we create a LIST, here called allowed\_routes, of those routes that are excluded from this before\_request rule/function. Then we check the route destination (request.endpoint) of the request. If it is not in the allowed\_routes LIST and the email is not in the session dictionary (meaning the user has not logged in), we send the user to the login page.

allowed\_routes = ["login", "register"]

if request.endpoint not in allowed\_routes and "email" not in session:

return redirect("/login")

1. Set the secret key for the session

In our python code we set a key for the session dictionary:

app.secret\_key = "y337kGcys&zP3B" where "y337kGcys&zP3B" is a key we provide/make up ourselves.

Here are the complete files:

Python.main

from flask import Flask, request, redirect, render\_template, session

from flask\_sqlalchemy import SQLAlchemy

app = Flask(\_\_name\_\_)

app.config["DEBUG"] = True

app.config["SQLALCHEMY\_DATABASE\_URI"] = "mysql+pymysql://get-it-done:beproductive@localhost:8889/get-it-done"

app.config["SQLALCHEMY\_ECHO"] = True

db = SQLAlchemy(app)

app.secret\_key = "y337kGcys&zP3B"

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

completed = db.Column(db.Boolean, default = False)

def \_\_init\_\_(self, name):

self.name = name

self.completed = False

class User(db.Model):

id = db.Column(db.Integer, primary\_key = True)

email = db.Column(db.String(120), unique = True)

password = db.Column(db.String(120))

def \_\_init\_\_(self, email, password):

self.email = email

self.password = password

@app.before\_request

def require\_login():

allowed\_routes = ["login", "register"]

if request.endpoint not in allowed\_routes and "email" not in session:

return redirect("/login")

@app.route("/login",methods = ["POST", "GET"])

def login():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

user=User.query.filter\_by(email=email).first()

if user and user.password == password:

session["email"] = email

return redirect("/")

else:

#TODO - explain why login failed

return "<h1>Error!</h1>"

return render\_template("login.html")

@app.route("/logout")

def logout():

del session["email"]

return redirect("/")

@app.route("/register", methods = ["POST", "GET"])

def register():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

verify = request.form["verify"]

#TODO - validte user data (User-signup project has this code)

existing\_user=User.query.filter\_by(email=email).first()

if not existing\_user:

new\_user=User(email,password)

db.session.add(new\_user)

db.session.commit()

session["email"] = email

return redirect("/")

else:

#TODO use better response messaging

return "<h1>Duplicate user</h1>"

return render\_template("register.html")

@app.route("/delete-task", methods = ["POST"])

def delete\_task():

task\_id = int( request.form["task-id"] )

task = Task.query.get(task\_id)

task.completed = True

db.session.add(task)

db.session.commit()

return redirect("/")

@app.route("/", methods = ["POST", "GET"])

def index():

if request.method == "POST":

task\_name = request.form["task"]

new\_task = Task(task\_name)

db.session.add(new\_task)

db.session.commit()

tasks = Task.query.filter\_by(completed = False).all()

completed\_tasks = Task.query.filter\_by(completed = True).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

base.html

<!doctype html>

<html>

<head>

<title>{{title}}</title>

</head>

<body>

<div>

<a href = "/logout">log out</a>

</div>

{% block content %}

{% endblock %}

</body>

</html>

login.html

{% extends "base.html" %}

{% block content %}

<h1>Log in to Get It Done!</h1>

<p>If you don't have an account, you may <a href="/register">register</a> for one</p>

<form action="/login" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

</table>

<input type="submit" value="Login">

</form>

{% endblock %}

register.html

{% extends "base.html" %}

{% block content %}

<h1>Register to Get It Done!</h1>

<form action="/register" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

<tr>

<td><label for="verify">Verify Password</label></td>

<td>

<input name="verify" type="password">

</td>

</tr>

</table>

<input type="submit" value="Register">

</form>

{% endblock %}

todos.html

{% extends "base.html" %}

{% block content %}

<h1>Get It Done!</h1>

<form method='post'>

<label>

New Task:

<input type="text" name='task' />

</label>

<input type="submit" value='Add Task' />

</form>

<hr />

{% if tasks|length == 0 %}

<p>No tasks yet</p>

{% else %}

<ul>

{% for task in tasks %}

<li>{{task.name}}

<form method = "POST" action = "/delete-task" style="display:inline-block">

<input type = "hidden" name="task-id" value="{{task.id}}"/>

<input type="submit" value="Done!"/>

</form>

</li>

{% endfor %}

</ul>

{% endif %}

<hr />

<h2>Completed</h2>

<ul>

{% for task in completed\_tasks %}

<li>{{task.name}}</li>

{% endfor %}

</ul>

{% endblock %}

**ONE TO MANY RLATIONSHIPS IN A DATA BASE**

1. add owner to class Tasks in our project “get-it-done” and establish relationship between tasks and owners

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

completed = db.Column(db.Boolean, default = False)

owner\_id = db.Column(db.Integer, db.ForeignKey("user.id"))

def \_\_init\_\_(self, name, owner):

self.name = name

self.completed = False

self.owner = owner

so, first we added owner and established its relationship to the user id. is from the login handler. We established the foreign key relationship to user.id – note that user is from logon handler (that’s what we called the user) and we assign the relationship owner\_id for tasks to user.id field in users.

owner\_id = db.Column(db.Integer, db.ForeignKey("user.id"))

Finally, we modify the constructor to reflect the owner of a task

def \_\_init\_\_(self, name, owner):

self.owner = owner

1. update data base schema to reflect the changes in item 1

we need to import our functions and classes from our project

>>>from main import db, User, Task

>>>

from our python shell we execute these commands. First we drop or delete all the tables in our data base since we are changing the schema.

>>>db.drop\_all()

lots of output here – make sure there are no errors reported

Now we need to recreate the data base tables

>>> db.create\_all()

lots of output here – make sure there are no errors reported

CREATE TABLE user (

id INTEGER NOT NULL AUTO\_INCREMENT,

email VARCHAR(120),

password VARCHAR(120),

PRIMARY KEY (id),

UNIQUE (email)

)

CREATE TABLE task (

id INTEGER NOT NULL AUTO\_INCREMENT,

name VARCHAR(120),

completed BOOL,

owner\_id INTEGER,

PRIMARY KEY (id),

CHECK (completed IN (0, 1)),

FOREIGN KEY(owner\_id) REFERENCES user (id)

)

1. add some data to our data base since we lost all data when we updated the data base schema
   1. user
   2. tasks

so we’ll add a user and a task

>>> user = User('chris@launchcode.org', 'cheese')

>>> task = Task('finish lesson 10', user)>>> db.session.add(user)

>>> db.session.add(task)

>>> db.session.add(user)

>>> db.session.commit()

1. Update python code to deal with new owner to task relationship

In our project it’s the index function we have to modify since the other functions (login, register) don’t deal with the user to task relationship and it’s where we deal with adding a new task so it has to be associate3d with its user

@app.route("/", methods = ["POST", "GET"])

def index():

owner = User.query.filter\_by(email = session["email"]).first()

if request.method == "POST":

task\_name = request.form["task"]

owner = User.query.filter\_by(email = session["email"]).first()

new\_task = Task(task\_name, owner)

db.session.add(new\_task)

db.session.commit()

tasks = Task.query.filter\_by(completed = False,owner=owner).all()

completed\_tasks = Task.query.filter\_by(completed = True, owner=owner).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

first we get the user’s email – we will use this as the owner of the task we get it from the session dictionary,

owner = User.query.filter\_by(email = session["email"]).first()

then we assign that task to the current user

new\_task = Task(task\_name, owner)

1. Update python code to filter on owner when rendering tasks

now we have to display only those task belonging to the user – both completed and uncompleted

tasks = Task.query.filter\_by(completed = False,owner=owner).all()

completed\_tasks = Task.query.filter\_by(completed = True, owner=owner).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

Here are the complete files:

Python.main

from flask import Flask, request, redirect, render\_template, session, flash

from flask\_sqlalchemy import SQLAlchemy

app = Flask(\_\_name\_\_)

app.config["DEBUG"] = True

app.config["SQLALCHEMY\_DATABASE\_URI"] = "mysql+pymysql://get-it-done:beproductive@localhost:8889/get-it-done"

app.config["SQLALCHEMY\_ECHO"] = True

db = SQLAlchemy(app)

app.secret\_key = "y337kGcys&zP3B"

class Task(db.Model):

id = db.Column(db.Integer, primary\_key = True)

name = db.Column(db.String(120))

completed = db.Column(db.Boolean, default = False)

owner\_id = db.Column(db.Integer, db.ForeignKey("user.id"))

def \_\_init\_\_(self, name, owner):

self.name = name

self.completed = False

self.owner = owner

class User(db.Model):

id = db.Column(db.Integer, primary\_key = True)

email = db.Column(db.String(120), unique = True)

password = db.Column(db.String(120))

tasks = db.relationship("Task", backref="owner")

def \_\_init\_\_(self, email, password):

self.email = email

self.password = password

@app.before\_request

def require\_login():

allowed\_routes = ["login", "register"]

if request.endpoint not in allowed\_routes and "email" not in session:

return redirect("/login")

@app.route("/login",methods = ["POST", "GET"])

def login():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

user=User.query.filter\_by(email=email).first()

if user and user.password == password:

session["email"] = email

flash("logged in")

print(session)

return redirect("/")

else:

flash("User password incorrect, or user does not exist", "error")

return render\_template("login.html")

@app.route("/logout")

def logout():

del session["email"]

print("WE ARE HERE IN LOGOUT")

print("we deleted email from session", session)

return redirect("/")

@app.route("/register", methods = ["POST", "GET"])

def register():

if request.method == "POST":

email = request.form["email"]

password = request.form["password"]

verify = request.form["verify"]

#TODO - validte user data (User-signup project has this code)

existing\_user=User.query.filter\_by(email=email).first()

if not existing\_user:

new\_user=User(email,password)

db.session.add(new\_user)

db.session.commit()

session["email"] = email

return redirect("/")

else:

#TODO use better response messaging

return "<h1>Duplicate user</h1>"

return render\_template("register.html")

@app.route("/delete-task", methods = ["POST"])

def delete\_task():

task\_id = int( request.form["task-id"] )

task = Task.query.get(task\_id)

task.completed = True

db.session.add(task)

db.session.commit()

return redirect("/")

@app.route("/", methods = ["POST", "GET"])

def index():

owner = User.query.filter\_by(email = session["email"]).first()

if request.method == "POST":

task\_name = request.form["task"]

owner = User.query.filter\_by(email = session["email"]).first()

new\_task = Task(task\_name, owner)

db.session.add(new\_task)

db.session.commit()

tasks = Task.query.filter\_by(completed = False,owner=owner).all()

completed\_tasks = Task.query.filter\_by(completed = True, owner=owner).all()

return render\_template("todos.html", title = "Get It Done!",

tasks = tasks, completed\_tasks = completed\_tasks)

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

base.html

<!doctype html>

<html>

<head>

<title>{{title}}</title>

</head>

<body>

<div>

<a href = "/logout">log out</a>

</div>

{% block content %}

{% endblock %}

</body>

</html>

login.html

{% extends "base.html" %}

{% block content %}

<h1>Log in to Get It Done!</h1>

<p>If you don't have an account, you may <a href="/register">register</a> for one</p>

<form action="/login" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

</table>

<input type="submit" value="Login">

</form>

{% endblock %}

register.html

{% extends "base.html" %}

{% block content %}

<h1>Register to Get It Done!</h1>

<form action="/register" method="post">

<table>

<tr>

<td><label for="email">Email</label></td>

<td>

<input name="email" type="email" value="{{ email }}">

</td>

</tr>

<tr>

<td><label for="password">Password</label></td>

<td>

<input name="password" type="password">

</td>

</tr>

<tr>

<td><label for="verify">Verify Password</label></td>

<td>

<input name="verify" type="password">

</td>

</tr>

</table>

<input type="submit" value="Register">

</form>

{% endblock %}

todos.html

{% extends "base.html" %}

{% block content %}

<h1>Get It Done!</h1>

<form method='post'>

<label>

New Task:

<input type="text" name='task' />

</label>

<input type="submit" value='Add Task' />

</form>

<hr />

{% if tasks|length == 0 %}

<p>No tasks yet</p>

{% else %}

<ul>

{% for task in tasks %}

<li>{{task.name}}

<form method = "POST" action = "/delete-task" style="display:inline-block">

<input type = "hidden" name="task-id" value="{{task.id}}"/>

<input type="submit" value="Done!"/>

</form>

</li>

{% endfor %}

</ul>

{% endif %}

<hr />

<h2>Completed</h2>

<ul>

{% for task in completed\_tasks %}

<li>{{task.name}}</li>

{% endfor %}

</ul>

{% endblock %}